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Abstract. This paper sets out to provide a highly automated mechanism for an undo process that can be easily built into a new or existing system. Our proposal is based on the observation that it is not necessary to store the state of objects in memory, or the commands executed by the system to perform an undo, but it is sufficient to store the input data. This greatly simplifies the design process and undo encapsulate most of the functionality into a framework similar to those existing in many object oriented programming.
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1. Introduction

It is hard to build usability into a system. One of the main reasons is that usability is built into systems at an advanced stage of system development [1], when there is little time left and the key design decisions have already been taken. Usability patterns were conceived with the aim of making usable software development simpler and more predictable [2]. Usability patterns can be defined as mechanisms that could be used during system design to provide the software with a specific usability feature [1]. Some usability patterns defined in the literature are: Feedback, Undo/Cancel, Form/Field Validation, Wizard, User profile and Help [3]. The main stumbling block for applying these patterns is that there are no frameworks or even just architectural or design patterns associated with the usability patterns. This means that the pattern has to be implemented ad hoc in each system. Ultimately, this implies that (1) either the cost of system development will increase as a result of the heavier workload caused by the design and implementation of the usability features or, more likely, (2) many of these usability features (Undo, Wizard, etc.) will be left out in an attempt to cut the development effort.

The goal of this paper is to develop a framework for one of the above usability patterns, namely, the undo pattern. As its name suggests, the undo pattern aims to provide the functionality necessary to undo actions taken by system users.
Several authors have proposed alternative implementations of the undo pattern. However, these alternatives focus on particular applications remarkably: document editors [4] [5]. We aim; on the other hand, to set out a highly automated, generic solution that we believe is easy to build into both new and existing software systems. Essentially, our proposal is composed of a (partially implementation platform-dependent) mark-up language. Thanks to a suitable pre-processor, this language can relate user operations to system objects, so that it is very easy to store the current system state and return to an earlier (or later) state, if necessary.

This article is structured as follows. Section 2 describes the state of the art regarding the implementation of undo. Section 3 presents the undo infrastructure, whereas Section 4 describes the mark-up language. Section 5 shows a proof of concept of the proposed framework. Finally, Section 6 briefly discusses and presents the main contributions of our work.

2. Background

Undo is a very widespread feature, and is prominent across the whole range of graphical or textual editors, like, for example, word processors, spreadsheets, graphics editors, etc. Not unnaturally a lot of the undo-related work to date has focused on one or other of the above applications. For example, [5] and [6] have patented two methods for implementing undo in document editors within single environments.

The problems of undo in multi-user environments have also attracted significant attention. Both [4] and [7] have proposed mechanisms for using undo in distributed environments, and [8] propose a formal framework for this field.

The most likely reason for the boom of work on undo in the context of document editors is its relative simplicity. Conceptually speaking, an editor is a container accommodating objects with certain properties (shape, position, etc.). Consequently, undo is relatively easy to implement, as basically it involves storing the state of the container in time units $i, i+1, \ldots, i+n$. Then when the undo command is received, the container runs in reverse $i+n, i+n-1, \ldots, i$. In distributed environments, the solution has to deal with the complexity of updates to shared data (basically, a serialization of changes).

Several papers have provided insight on internal aspects of undo, such as [9], who attempted to describe the undo process features. In [10] created an undo infrastructure and in [11] defined a selective undo.

Also, patents have been registered, like the method for building an undo and redo process into a system [12]. Remarkably, this paper presents the opposite of an undo process, namely redo, which does again what the undo previously reverted. Other author’s addresses the complexities of undo/redo as well. Thus, for example, [13] define a mechanism for managing a multi-level undo/redo system, [14] describe an Undo and Redo algorithm and [15] wrote about a method for graphically administering Undo and Redo, based primarily on the undo method graphical interface.

The biggest problem with the above works is that, again, they are hard to adopt in software development processes outside the document editor domain. The only
noteworthy exception to this is a design-level mechanism called Memento [16]. This pattern restores an object to a previous state and provides an implementation-independent mechanism that can be easily integrated into a system. The downside is that this pattern is not easy to build into an existing system. Additionally, Memento only restores an object to a previous state; it does not consider any of the other options that an undo pattern should include.

3. UNDO Pattern

Before introducing our proposal for the implementation of the undo pattern, we will describe it in detail, identifying all the undo’s prominent characteristics (for example, when and how undo can be invoked, what we can expect from undo’s application, etc.). This should provide a baseline for defining a set of requirements for the implementation of the undo, that is, for the undo process.

3.1 Common features

As viewed by an end user, the undo process has some fairly stereotype features, indisputably motivated by how commercial software implements this functionality. Essentially, the user can invoke undo at any time, and it has an immediate effect (for example, the contents of a particular field change from their value at time t+1 to their value at time t). Some applications, like MS Word, can undo not just the last change, but also the latest k or even all changes made.

3.2 Problem issues surrounding UNDO

Although at first glance this looks like a sound description of the undo process, a more thorough analysis shows that this description is incomplete. It fails to consider many aspects that are extremely important for defining a really useful implementation:

- First, the undo process cannot be invoked at any time. In actual fact, in none of the applications known to us is within-process undo possible invocation (that is, when the system is processing a user command); they offer only between-process invocation (that is, when the system is waiting for a user input). For example, suppose that an application is enacting a time-consuming process, such as increasing the prices of all items in a large database by 10%. The undo process cannot be invoked while the update process is executing. But, as most processes do not take too long, the user has the impression that undo is always available. Even so, in a competitive undo implementation we should be possible to stop the ongoing process and return to the state immediately before the operation was invoked (DB update, for example). Note that, in this case, undo is very similar to HCI’s cancel pattern.
- Applications limit the possibility of undoing actions in long/complex processes. Database updates like the above are a very common case in point. Typically, once the DB transactions have been committed, undo is no longer available (all previous
states are deleted). Any implementation aiming for widespread use should take into account this type of system operations.

- **Undo** is mostly linear (that is, the actions taken are undone in strictly reverse order), even if the work completed by the user is not. A fairly common example is when a word processor user makes a change to paragraph X, goes on to modify paragraph Y and then tries to undo the changes in X. This is impossible unless you also undo the changes made to Y. A flexible undo implementation should account for this possibility.

- Finally, undo is often applied in single-user applications, which is the case, for example, of most text editors, spreadsheets, graphical editors, etc. However, undo should be equally applicable to multi-user applications, where any user can modify shared data at any time. Think, for example, of the Google Docs editor. It looks like this type of applications will be increasingly important in the near future.

### 3.3 UNDO process requirements

The above sections suggest a set of features that a comprehensive undo implementation should have. These features are listed in table 1.

<table>
<thead>
<tr>
<th>No.</th>
<th>Feature</th>
<th>Detail</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Invocation time</td>
<td>Within-processes</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Between-processes</td>
</tr>
<tr>
<td>2</td>
<td>Invocation source</td>
<td>User</td>
</tr>
<tr>
<td></td>
<td></td>
<td>System</td>
</tr>
<tr>
<td>3</td>
<td>Scope of the action to be undone</td>
<td>Total</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Partial (limited)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Last change</td>
</tr>
<tr>
<td>4</td>
<td>Application mode</td>
<td>Linear</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Non-linear (selective)</td>
</tr>
<tr>
<td>5</td>
<td>Complexity of undoing the change</td>
<td>Low (idempotent)</td>
</tr>
<tr>
<td></td>
<td></td>
<td>High (command)</td>
</tr>
<tr>
<td>6</td>
<td>Environment</td>
<td>Single-user</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Multi-user</td>
</tr>
</tbody>
</table>

1. **Invocation time**: this feature refers to the process time at which the UNDO can be invoked (executed). Ideally, undo should be able to be executed at any time, although it could be best to reduce this flexibility under some circumstances (for example, to reduce the undo framework’s system overhead).

2. **Invocation source**: this feature refers to where the undo process can be invoked. This source can be a user operating the application, or another system requesting the undo process invocation.

3. **Scope of the action to be undone**: this feature defines the extent to which the executed action will be undone. Actions can be fully or partially reverted. Partial undo is the reversal of the last or latest x executed steps of the action.

4. **Application mode**: this refers to how the changes will be reverted. If they are executed in the opposite order to which they were made, undo is referred to as linear, whereas if it is possible to select which change to apply, it is known as non-linear undo.
5. **Complexity of undoing the change**: this feature is designed to catalogue the undo processes according to their complexity or their features. Undoing a DB change is a complex process which requires a completely different strategy than take back, for example, the assignment of a new value to an object’s attribute.

6. **Environment**: this feature catalogues the undo process according to whether it is applied in a single- or multi-user environment.

4. **UNDO framework**

In this section we describe our proposal on the design of the undo. Specifically, we created a framework (set of classes) that implements the six characteristics described in the previous section. In what follows, I will describe the structure and functioning of the framework, but for simplicity associated with the extension of the paper, it will develop features, 1 and 6, which discusses only briefly in the conclusions, and only part of the face feature 5.

4.1 **Context of the UNDO framework**

The most common alternative to develop a process to undo is to save the states of objects that are likely to be applied to undo a process before they undergo any operation that alters the value of any of its attributes. This method has one obvious advantage: you can go back the system without the need for a particular process for this; it is only necessary to evict the objects that are now in memory and replace it with objects that have been previously saved.

This approach represents a simple mechanism for the implementation of the undo, but it brings some disadvantages: Firstly, to save all objects that can be used to undo a process could generate an excessive workload for the system. On the other hand if the system already exists and you want to undo facility, you should have a very detailed knowledge of the application to find out what objects are to preserve and what not.

A second alternative to implement a process by storing undo the operations performed by the system rather than object’s changes. In this case, the undo would run in reverse order of the inverse operations.

The approach we propose is based on the latter strategy, but with a particularity that greatly simplifies the design. The key is: the only command processed by an arbitrary system software and that are relevant to undo the process, are the updates that cause the data model (e.g., the introduction of an entry in a field of a form that causes the update of an attribute of an object, the introduction of a backspace character as to cause the removal of one letter in a document object, etc.). In the vast majority of cases, these updates are idempotent, e.g., the effects of the entry do not depend on the history of states. This is the example of the form above (though not, for example, the word processor). When the updates are idempotent, it is not necessary to store the state of the object model or operations, but only the list of entries in the system. In cases where the characteristics are not idempotent (as the example of the word processor), this strategy is not valid and must be used in the original strategy (store the command and apply the inverse in the case of undo). However, it seems
clear that the vast majority of the commands are executed by a system of the first type, while the second is rather the exception.

Therefore the approach we propose has several advantages: (1) The simple data entry can be treated in a completely automatic and transparent (2) is not necessary to handle the complexity of objects in memory (3) is only necessary to know the logic of the system for the command and (4) Finally, our approach allows the design of an undo framework as described in the next section, quite independent of the application and therefore highly reusable.

4.2 Undo framework

In this paragraph describe the process raised by the implementation of undo. For simplicity, we will focus on idempotent operations, but also discuss how to undo commands. Our intention is to create a redistributable package and friendly, like the existing frameworks so often used in object oriented development.

4.2.1 Application’s Architecture

This application is based on a set of layers. We try to build a common application, with the use of a chain of filters to perform common operations of the user interface and a controller to unify the user requests a single point. In figure 1 shows a sequence diagram that represents the application which will be added to the Undo Framework.

4.2.2 Undo Framework Architecture.

The structure of the Undo Framework is based on the implementation of the Intercepting Filter pattern and Command. The first of these patterns can create a chain of filters to perform common independent tasks for pre and post-processing and provides a simple mechanism through a filter to recognize when a user requests an undo. Command pattern avoids coupling between the UI and the pattern, allowing you to work with multiple objects that share the same command and facilitating future modifications and extensions of the system. In figures 2 and 3 is described the framework of Undo can be viewed as patterns are used Intercepting Filter and Command. Here you can see how different filters have been added for different types of actions that can be treated by the markup meta-language. This design decision has been taken for the following reasons: (a) to add a filter for each new way to go back an action and, (b) allow optimize the performance of the system through the choice of filter to apply. When the filters are evaluated, control passes to the standard command for execution. The pattern ends when the command adds a record in the temporary persistence mechanism for handling Undo. For reasons of simplicity has avoided detailed mechanism of persistence. Figure 4 details as it is presented to the user requesting an Undo process, the information available to restore.
The diagram shows the addition of the filter "$\langle\langle\text{filter}\rangle\rangle$ Display "$ to the chain of filters. This filter is responsible for recognizing the meta-language associated with the ruling request Undo from the user. Once acknowledged this request, control passes to the standard command that is responsible for creating the command to get information stored in it temporarily persistence mechanism and sends the user the defamation in the corresponding view.

4.2.3 Connection between Undo Framework and Application

Figure 5 shows the aggregate of the existing application (see Figure 1) by including a specialized filter ("$\langle\langle\text{filter}\rangle\rangle$ Undo Framework") in the existing chain of filters in implementation.
4.3 Identification of input data

The design proposed in the previous section has one major deficiency: no way to determine what input data correspond to which input field and then to re-enter data to undo. We must implement a mechanism by which the framework of undo can automatically recognize the source of the data entering the system to store them properly indexed. The proposed design, which is undo implemented in a filter added to the chain of input filters, provides a fairly simple strategy to achieve this goal. Simply add to the input of any sign that identifies its origin. That label would be recognized by undo the filter, which would store the data associated in the mechanism of persistent undo. Subsequently, the label would be removed from the input data, so all the subsequent process will run as usual without the business layer of the application.

5. Proof of Concept

To perform a proof of concept has been implemented Undo process in a grid of data (very simplified) which can be shared between users. Figure 6 shows a snapshot of this application. The grid lets you enter numbers and perform simple calculations, following the usual conventions of a spreadsheet. This application has been made on the Google App Engine platform. In this application, communication between the interface layer and the business is conducted by exchanging data in XML format. The interface has a function “sendData” implemented in JavaScript on the client side, which takes all the values are loaded into the grid, add in an XML document and sends to the server. The XML document can have any format. In this proof of concept, we used a very simple format that is shown in Figure 7.

![Fig. 5. Sequence Diagram. Undo Framework in Application.](image)

<spreadsheet>
  <column>
    <row>...</row>
    ...
    <column/>
  </column>
</spreadsheet>

Fig. 6. Application’s screen.

Fig. 7. XML Document
In the application server all the requirements (XML documents) are served by the function “webapp.WSGIApplication” (see Figure 8) that acts as a controller of an MVC pattern. This function is responsible for distributing the notice to the appropriate business layer (in this case, GridExample). Then, this function takes control and performs the necessary operations (see Figure 9) to meet the requirement of the client.

```python
application = webapp.WSGIApplication(
    [('/', MainPage),
     ('/grid', GridExample),
    debug=True)

class GridExample(webapp.RequestHandler):
    def __init__(self):
        webapp.RequestHandler.__init__(self)
        self.methods = RPCMethods()
    def post(self):
        args = simplexml.loads(self.request.body)
        ...
```

Fig. 8. Function webapp.WSGIApplication

To add functionality to undo this application only two changes are necessary. The first is to add labels to identify the input fields, in line with the specifications in section 4.3. In this proof of concept, these signs (which we implemented as named parameters item) can be added easily, since the interface-business communication is done via XML documents and these documents are easily adaptable, as shown in figure 10. Since the XML document is composed on the basis sendData function, only be necessary to slightly modify the code for this function. The second change is to link the framework to undo the application, put the filter in the corresponding data path. To do it is necessary to make a simple addition to the GridExample function, as shown in figure 11. FilterUNDO function takes the XML document, store the values of the entries and fields and rebuilt document to original version, so the application can continue its normal course.

```python
<spreadsheet>
    <column>
        <row item="cell_1">...<row/>
        ...
    <column/>
</spreadsheet>

class GridExample(webapp.RequestHandler):
    def __init__(self):
        webapp.RequestHandler.__init__(self)
        self.methods = RPCMethods()
    def post(self):
        rawData = simplexml.loads(self.request.body)
        args = filterUNDO[rawData]
        ...
```

Fig. 10. XML Document with label

Fig. 11. GridExample function modified

The above modifications allow the marking of input data, so as to allow their recognition and storage of the undo filter. Commands may be marked in a similar way. Finally, it is only necessary to re-enter information previously entered by the user in the application at the instant t-2, as described above.

6. Conclusions

In this paper we proposed the design of a framework for incorporating functionality into applications software undo arbitrary. One of the salient features of
this framework is the type of information stored to be able to undo the operations performed by users. Instead of storing the state of objects in memory, or the commands executed by the system, store data, which simplifies greatly the impact that the incorporation of exercise in the application framework.

There are two aspects that we have not addressed in this article, which features are the 1 and 6 of Table 1. The reason is the complexity of these features, which requires a long explanation. However, both are perfectly implemented within the framework exposed. The features 1 require only the possibility of stopping a process during execution and reverse the changes made. This can be achieved easily using modern control structures such as catch and try-threaded processes; although depending on the architecture used complications arise that must be solved case by case basis.

7. Reference

1. Ferre, X., Juristo, N., Moreno, A., Sanchez, I. 2003. A Software Architectural View of Usability Patterns. 2nd Workshop on Software and Usability Cross-Pollination (at INTERACT'03) Zurich (Switzerland)
3. Juristo, N; Moreno, A; Sanchez-Segura, M; Davis, A. 2005. Gathering Usability Information through Elicitation Patterns.
14. Li, C. 2006. UNDO/redo algorithm for a computer program. PN: 7.003.695 US.
16. Gamma, E., R. Helm, R. Johnson, and J. Vlissides. 1994. Design Patterns: Elements of Reusable Object-Oriented Software, Addison-Wesley.