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Abstract

Mobile agent systems have received important attention in the last years as a new programming paradigm
for widely distributed and heterogeneous systems. In this article, a multi-paradigm approach for the develop-
ment of intelligent mobile agents is presented. It integrates both object-oriented and logic paradigms. The ra-
tionale for this approach comes from the fact that although the object-oriented programming paradigm has
relevant features for mobile agent development it presents deficiencies dealing with agents’ mental attitudes.
These deficiencies are solved by the use of logic programming.
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1 Introduction

In a broad sense, an agent is any computer program that acts on behalf of a (human) user. In this
context, a mobile agent is a computer program, which represents a user in a computer network, and it is
capable of migrating autonomously from node to node, to perform some computation on behalf of the
user [Karnik and Tripathi 98].

Mobile agents are an emerging technology attracting interest from the fields of distributed systems,
information retrieval, distributed artificial intelligence and electronic commerce. This stems from the
capabilities of the mobile agents to reduce network usage, execute asynchronously and autonomously
and be fault-tolerant among another ones.

At present, Java is the chosen (object-oriented) programming language for the development of mobile
agent systems since it has many relevant features that directly support implementation of mobile agents
[Wong et al 99]. However, in order to develop intelligent agents, the object-oriented paradigm generally
does not allow complex mental attitudes to be represented [Amandi et al 99]. The logic-programming
paradigm is an evident support to represent and infer relationships among mental attitudes such as in-
tentions, goals and beliefs.

In this article, a multi-paradigm approach for the development of intelligent mobile agents is pre-
sented. It integrates both object-oriented and logic paradigms for the design and programming of mobile
agents. This approach is essentially materialized by a software architecture based on JavaLog [Amandi
et al 99][Zunino et al 99], a programming language that integrates both Java and Prolog.

The article is structured as follows. Section 2 introduces mobile agents paradigm discussing its basic
concepts and comparing it with earlier paradigms for distributed computing from which it has evolved.
Some applications, which clearly benefit from using mobile agents, are also introduced. Section 3
analyses the rationale and motivations for the proposed approach, and Section 4 introduces a basic
software architecture necessary to materialize it. The several components of this architecture are de-
scribed, and how the mobile agents integrate both the logical and object-oriented programming para-
digms is discussed. Section 5 provides a summary of ongoing experimental works in order to evaluate
the effectiveness of the approach. Finally, in section 6, some concluding remarks are delineated and
options for future work are discussed.
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2 Agents and Mobile Agents

There are many definitions of agents. Agents can be defined by a set of their attributes: active,
autonomous, goal-driven, and typically acting on behalf of a user or another agent. Agents are not a new
paradigm, as they have been researched in the area of Distributed Artificial Intelligence for a number of
years.

The widespread use of computers and their connectivity, particularly the web and the Java object-
oriented programming language have provided a new influx in the research, development, and deploy-
ment of agents. A particular motivation for the use of agents is the huge amount of information avail-
able on the Internet. Agents have a significant potential looking for information, filtering it, and ex-
tracting it from the source. The ability to represent and act on behalf of the user represents a crucial
capability of agents and provides enormous potential for their deployment.

There are at least two communities currently pursuing agent research: the multi-agent system com-
munity and the mobile agents’ community. The multi-agent and intelligent system community deals
mostly with stationary agents distributed on the network, which communicate one another in order to
pursue a common goal. The other community deals with mobile agents as a paradigm for widely dis-
tributed and heterogeneous systems. People working on system research, with background in operating
systems, distributed systems and object-oriented research primarily represent this community.

In this context, to develop more powerful approaches, regarding a mobile agent can also be intelli-
gent, or belong to a multi-agent group, becomes increasingly important.

Mobile Agents: a paradigm for widely distributed and heterogeneous systems

The basic concepts of mobile agent systems are places and agents [White 97]. A mobile agent system
involves a number of places - also called nodes or servers - where computation can take place and where
various services and resources are provided. In this context, mobile agents are active entities, which can
move from place to place to meet other agents or to access to services and resources provided there.

Essentially, the mobile agent paradigm has evolved from two antecedents: client-server and remote
evaluation paradigms [Karnik and Tripathi 98]. Traditionally, distributed applications have relied on the
client-server paradigm in which client and server processes communicate either through message-
passing or remote procedure calls (RPC). This communication form is synchronous, i.e., the client sus-
pends itself after sending a request to the server, waiting for the results of the call. In the early nineties,
Remote evaluation (REV) was proposed as an alternative paradigm. In REV, the client rather than in-
voking a remote procedure sends its own procedure code to a server, and requests the server to execute
it and return the results.

In RPC, data is transmitted between the client and server in both directions. In REV, a code is sent
from the client to the server, and data is returned. In contrast, a mobile agent is a program (encapsulat-
ing code, data and execution context) sent by a client to a server. Unlike a procedure call, it does not
have to return its results to the client. It could migrate to other servers, transmit information back to its
origin, or go back to the client if appropriate.

Mobile agents can be also considered as the last point of the incremental evolution of mobile abstrac-
tions such as mobile code, objects, and process [White 98]. A transferred state of mobile code such as
applets consists only of code. A mobile object state consists of code and data. A mobile process state in
addition includes the thread state. The mobile agent state consists of code, data, thread and authority of
its owner.

According to the movement pattern [White 98], mobile agents differ from applets (downloaded from
the server to the client), and from the servlets (uploaded from client to server) in that they can have
multiple hops, and that they can be detached from the client. A mobile agent autonomously visits places
without interacting continuously with its originating place. This originating place gets involved only
when the agent is sent to the first visiting place, and when the agent returns from the last visited place.



Benefits and Applications of Mobile Agents

Several advantages of mobile agent systems, in comparison with other approaches for distributed
systems have been identified. Major advantages of mobile agents are seen in the possibility of reducing
expensive global communication costs by moving the computation to the data and in the possibility to
distribute complex computations onto several, possibly heterogeneous hosts [Harrison et al 95].

Mobile agents can be useful for many applications, e.g., electronic commerce, distributed information
retrieval, personal assistance and workflow applications. These applications clearly benefit from using
mobile agents because they: reduce the network load; overcome network latency; execute asynchro-
nously and autonomously; are fault-tolerant and can sense their execution environment and react dy-
namically to changes [Lange 99].

3 Intelligent Mobile Agents: a multi-paradigm approach

Object-oriented languages have characteristics that satisfy part of the programming requirements of
both agents and mobile agents.

Shoham [Shoham 93] has introduced the term agent-oriented programming. As a form of object-
oriented programming, an agent’s state consists of beliefs, capabilities, choices, and similar notions, and
the computation consists of interactions, such as informing, offering, accepting, rejecting and competing
[Shoham 97]. In this context, an object can model an agent. The object’s methods represent the agent’s
abilities (the agent’s behavioral capabilities) and the object’s variables of instance represent the agent’s
mental state (the agent’s knowledge).

At present, Java is the most frequent programming language for the development of mobile agent
systems. Aglets [Lange and Oshima 98], Voyager [ObjectSpace Corp. 98] and Odissey [General Magic
Corp. 98] are examples of Java-based mobile agent systems. Multi-platform support and the ubiquity of
the Java virtual machine make Java particularly well suited for mobile agent technology. Networking
support of Java includes: sockets; URL communication and a distributed object protocol called remote
method invocation (RMI). These features smooth the progress of dissemination of mobile agents
throughout the Internet. Furthermore, Java has other features not found in any other language that di-
rectly support implementation of mobile agents [Wong et al 99]. For instance, Java facilitates migration
of agent’s code and state via its class-loading and object serialization mechanisms.

In spite of the benefits that object-oriented languages represent for the agent-oriented programming in
general, and particularly the Java language for the mobile agent programming, these languages have
limitations to develop intelligent mobile agents. These limitations are demonstrated at the time of dealing
with the agents’ mental attitudes. In this case, different algorithms of inference, applied on the instance
variables that represent the knowledge of the agent, must be implemented. These algorithms are, in gen-
eral, expensive to implement and they also provide little scope of flexibility facing changes [Amandi et
al 99][Zunino et al 99].

It is widely accepted that the logic-programming paradigm represents an appropriate alternative for
managing mental attitudes due to its evident support to represent and infer relationships among mental
attitudes such as intentions, goals and beliefs. Logic languages enable us to represent mental attitudes in
declarative form by logic clauses. Deductive algorithms interpret these clauses that, in the context of the
agent-oriented programming, give origin to agents’ knowledge dependent reasoning.

Therefore, it can be concluded that a multi-paradigm approach, integrating both object-oriented and
logic programming, represents a better approach to support the development of intelligent mobile agent
systems. It aims to solve the limitations mentioned above, enabling a mobile agent to manage complex
mental attitudes.

The fundamental idea of this work is the materialization of a generic software architecture to support
mobile agents based on a multi-paradigm language. This language integrates both Java and Prolog pro-
gramming languages.



4 A Software Architecture Supporting Multi-paradigm Mobile Agents

The following figure shows the necessary software architecture to materialize the proposed approach.
This is essentially founded on the generic architecture of Java-based mobile agents described in [Wong
et al 99].  The diagram uses UML notation [Rumbaugh et al 99].

This architecture includes the following major components: an agent manager, an inter-agent commu-
nications manager, a security manager, an application gateway, and a directory manager.

Responsibilities of the components

The agent manager receives agents for execution on the local host and sends agents to remote hosts.
Previous to transport, the agent manager serializes the agent and its state. It then passes the serialized
form to its counterpart on the destination host. In a highly reliable architecture, it actually passes the
agent off to the reliability manager, which ensures that the agent manager on the remote host receives
the agent. Upon receipt of an agent, the agent manager reconstructs the agent and the objects it refer-
ences, and then creates its execution context.

The security manager authenticates the agent before it is allowed to execute. Thereafter, the Java
virtual machine automatically invokes the security manager to authorize any operations using system
resources.

The inter-agent communication manager facilitates communication between mobile agents dispersed
throughout a network. Agents may use the directory manager to identify the location of an application
server and then migrate to the host on which the server is located. The application gateway serves as a
secure entry point through which agents can interact with application servers. An arriving mobile agent
accesses to resident servers such as database servers through this gateway.

This architecture prescribes that an agent is a composite Java object that includes mobility, persis-
tence, and can communicate with other agents. Each mobile agent runs into its own thread of execution
and it is implemented through a programming style involving a call-back model based on the Java event
delegation model. During its life cycle, a mobile agent receives various kinds of events in response to its
actions. For instance, if it moves to another host, a mobility event occurs just before and after the mi-
gration and corresponding call-back methods are invoked.  In this way, each event gives to the agent the
opportunity to determine how to react. A programmer implements a mobile agent filling its call-back
methods, such as beforeDispatch and afterArrival, as appropriate.

Mobile agents integrating both object-oriented and logic paradigms

The architecture also prescribes that the mobile agents are implemented with JavaLog [Amandi et al
99][Zunino et al 99], a multi-paradigm language developed at the ISISTAN, which integrates both the
Java and Prolog programming languages.
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JavaLog uses objects in order to model the agents’ abilities and logic clauses to model the agents’
mental state. The agents’ abilities can be represented by capabilities of action as well as by capabilities
of communication with other agents, whereas the mental state can appear in form of beliefs, intentions
and commitments.

JavaLog defines a module as its basic concept of manipulation. In this sense, both an object and a
method from the object-oriented paradigm are considered modules. An object is a module that encapsu-
lates data and a method is a module that encapsulates behavior. The elements manipulated by the logic
paradigm are also mapped to modules. Logic modules are defined as a set of Horn clauses and two al-
gebraic operators, union and overriding union, are applied to combine logic modules.

Each agent implemented with JavaLog encapsulates a complex object called brain. This object is an
instance of an interpreter of logic modules using Prolog clauses. This interpreter is implemented in Java
and it enables us to use objects within logic clauses, as well as to embed logic modules within Java
code. In this way, each agent is an instance of a class that can define part of its methods in Java and
part in Prolog. The definition of a class in JavaLog can include several logic modules defined within
methods as well as referenced by instance variables.

5 Experimental Work

The proposed approach represents one of the current lines into an ongoing research and development
project, at ISISTAN.  This project aims to develop intelligent agents in the socialware
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 domain [Trilnik

et al 00]. For this purpose, some applications of information systems, multi-agent and integrated to the
World Wide Web, are being developed in order to assist in various social activities on virtual communi-
ties. These activities include, for instance: electronic commerce for solidarity; planning of meetings;
edition, publishing and collecting of community news; and calls or offers of volunteers to campaigns of
solidarity. All of them are based on personal preferences.

It is our objective to demonstrate the strengths and weaknesses of our multi-paradigm approach for
mobile agents’ development applying it in this context. Applications, in this project, can be benefited
from using mobile agents representing and acting on behalf of the different members of a virtual com-
munity when they are developing social activities on remote communities. These agents could transport
the preferences and restrictions of the users they represent, encapsulating these mental attitudes in de-
clarative form.

6 Conclusions and Future Work

In this article, a multi-paradigm approach for the development of mobile agents has been introduced.
This approach is materialized by a software architecture integrating both logic and object-oriented pro-
gramming paradigms in order to support the development of intelligent mobile agents.

The effectiveness of the approach is being evaluated applying it to the development of multi-agent
systems in the socialware domain.

An extension of JavaLog’s logic modules, which migrate to another host using a strong mobility
model, is also being explored. It aims to enable an executing unit to move as a whole by retaining its
executing state - i.e. retaining control and internal data associated to the executing unit, e.g., the pro-
gram counter or the call stack - across migration. In this case, migration is transparent, in that the exe-
cuting unit resumes execution on the new host right after the instruction that triggered the migration.
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Socialware: multi-agent systems developed in order to assist in various social activities on network
communities [Hattori et al 99].
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