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Abstract. Separation of concerns allows the achievement of important benefits 

in all phases of the software development life cycle. Thus, it is possible to take 

advantage of this technique with the consequent improvement of the 

understanding of the models. However, conflicts of different types may be 
produced when concerns are composed to form a single system, due to the same 

fact of having them managed separately. Additionally, this problem is increased 

by the number of people needed to deal with large projects. This article is focused 

on the composition of concerns in structural models, in which each concern is 
realized by an individual class diagram. In this paper, we present an experience 

in which four systems analysts elaborated six class diagrams which belong to a 

single system, and we expose the conflicts that occurred after the composition of 

the diagrams. After the analysis and classification of the conflicts, a set of 
modeling agreements and recommendations was elaborated in order to reduce 

them. Then, the models were rebuilt and composed again, with a significant 

decrease in the number of conflicts detected after the second composition. 

Keywords: aspect-oriented models; class models; model composition; conflict 

resolution. 

1. Introduction 

The aspect-oriented paradigm offers a series of benefits that are described in a vast 

literature [1] [2] [3], and there is even a great amount of studies which show that, in the 

cases where this paradigm was used in real-world settings, those benefits were indeed 

achieved [4]. In addition, this approach solves the problems of scattering and tangling 

in the source code developed with object-oriented programming [5]. 
All the advantages are achieved due to modularization, a very important principle 

of software engineering [6] [7] where the aspect-oriented approach makes the most of 

keeping the crosscutting concerns separate throughout the entire software development 

life cycle [7]. Separation of concerns allows the achievement of these benefits not only 

in the programming phase, but also in all phases of the life cycle [8] [9]. Thus, it is 

possible to take advantage of the benefits of the reduction of size in software models, 

with the consequent improvement of the understanding of the models [10]. 

It might be the case that separation of concerns may generate conflicts of different 

types when concerns are composed to form a single system, as a result of having 

managed the concerns separately [11] [12] [13]. And this risk is increased by the 

number of people needed to deal with large projects. 

In this article, we study the conflicts that arise after the composition of concerns in 

structural models. These models are generally made with class diagrams, and each 
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concern is realized by an individual class diagram [14]. Every concern usually contains 

classes that are also present in other diagrams, although with different members and 

relationships, due to the specific nature of the concern they realize. In a system of 

medium to high complexity, the intervention of several analysts is required. However, 

due to the different working styles they can have, many other conflicts may take place 

when all diagrams are composed into only one. We present an experience in which four 

systems analysts elaborated six class diagrams of a same system and we present the 

conflicts which occurred after the composition of the diagrams. Research in the field of 

software engineering requires the empirical study of phenomena that take place in the 

real world and, for this work, we have used a qualitative method called post-mortem 

analysis [15]. 

In Section 2, we briefly describe the process we have followed to develop the class 

models individually. Section 3 presents the strategy we chose to compose the models 

for the first time. In Section 4 we discuss the findings, focusing on the main conflicts 

detected after the first composition. Section 5 offers the modeling agreements which 

emerged after the analysis and classification of conflict types detected and the analysts 

used to rebuild their models. In Section 6 we present the new results after the second 

composition and, in Section 7, we provide the final results by comparing the conflicts 

between both compositions, with and without the modeling agreements. Finally, 

Section 8 presents our conclusions and the final thoughts with regard to future work. 

2. Elaboration of class models 

In order to conduct this study in the software development life cycle stage 

corresponding to static modeling, four systems analysts were summoned, each of which 

developed four class diagrams corresponding to three processes that belong to a 

biochemical laboratory. These three processes were selected from among the most 

complex of the 85 processes automated by the software system under study: manage 

protocol, transfer sample and receive sample. 
Three analysts drew up one diagram each, while the fourth analyst, who we shall 

refer to as “expert analyst”, given his vast experience in the problem domain, drew up 

diagrams of the three processes. This distribution allowed us to compare the difference 

in the number of conflicts that occur if the diagrams are made by a single person or by 

a team. It was also ensured that each diagram has been developed by two analysts, to 

observe the conflicts that arise when models are built from two different points of view. 
Each class diagram performs a single functional software requirement, in order to 

keep concerns separate throughout the entire life cycle, as proposed by various authors 

[14] [16] [17]. In the symmetric aspect-oriented approach, each model is equally 

important, as, as opposed to the asymmetric approach, in which a base portion of the 

system is considered to be affected by crosscutting concerns [18] [19]. 
After individual modeling, we obtained six class diagrams, and the number of 

classes shown in Table 1. The differences in the number of classes already suggest the 

appearance of a significant number of conflicts. 
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Table 1. Classes obtained. 

Analyst 
Concern 

Manage protocols Transfer samples Receive samples 

#1 50 
  

#2 
 

23 
 

#3 
  

18 
#4 38 32 29 

 

The analyst #4 -the expert analyst- modeled 99 classes to build the three class 

diagrams used for the experience. The entire model of the laboratory is made up of 202 

classes, of which the concerns selected in this work cover approximately 50% of the 

whole model. 

3. First composition of the models 

The purpose of this work is to study the conflicts that may occur when several 

analysts intervene in the production of different parts of the static modeling within the 

same system, at the abstraction level of software requirements. Thus, we have produced 

a single model by applying a composition process on the six class diagrams developed 

by the different analysts. 
The composition techniques can be classified into two categories: specification-

based and heuristic-based techniques [20]. In specification-based techniques, the 

analysts explicitly specify the relationships among the elements of the source models 

before being composed [21] [22]; in heuristic-based techniques, the relationships are 

guessed by a set of predefined heuristics. 

There are four proposed heuristic-based composition techniques: merge [14] [17] 

[23], override [14] [17] [24], select [14] and union [20]. In our work, we applied merge, 

but we made a variation to the original merge technique. Instead of overlapping the 

members when they have the same names, we duplicated them if they have different 

data types, which in turn avoids the “structural superimposition problem” highlighted 

by Tian et al. [25]. As a result, with this new alternative of composition, we now have 

five forms of composition: merge by overlapping, merge by duplication (the new one), 

override, select and union. 

Manual composition is complicated and susceptible to human error [24], but we 

wanted to conduct it that way in order to accurately analyze every conflict or matching, 

classify each conflict and be able to design standard solutions to prevent or, at least, 

reduce their appearance. 

Although the composition was carried out manually and guided by the expert 

analyst, we used Enterprise Architect to facilitate the detection of inconsistencies and 

avoid errors. 

The composition process was as follows: 

• We first composed 3 class diagrams out of the ones created by the expert analyst 

who drew up all the models. Some conflicts occurred at this stage, but all of them 
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were due to human error which, once corrected, resulted in a single, perfectly 

composed model, without conflicts. 

• Then, we added the three remaining diagrams, one by one, by using the technique 

called “element matching” [26], and looked for elements with matching signatures 

to be composed. 

• Every time we composed an element or a member, we updated the statistics. 

The criteria for class composition were: 

• We took a class and looked for it in the model by signature: name and {isAbstract} 

[27]. If it already existed, we considered it a “matching class”, if not, an “added 

class”. 

• In the case of an “added class”, we analyzed if it already existed in the model with 

a different name or if it did not exist at all. In the first case, we considered it, then, 

as a “conflicting class”; otherwise, we considered the class arose simply due to a 

different analysis. 

The criteria for attribute composition were: 

• All the attributes of the “added classes” were considered as arising from a different 

analysis. 

• The attributes of the matching classes were classified into three types: 

o “Matching attribute”: those whose signatures completely match [27]: name, 

data type, visibility and properties. 

o “Conflicting attribute”: those that match in name but not in type, or that do not 

match in name but represent the same concept as another existing attribute. 

o “Added attribute”: those that simply come from a different analysis. 

Once the composition was completed, we obtained the results we shall present in 

the next section. There, we also analyze the causes of the production of added and 

conflicting classes and attributes. 

4. Conflicts detected after the first composition 

According to what was mentioned in Section 3, the modeling of the expert analyst 

who developed all the models should not have conflicts, except for some human errors 

we had already detected when reviewing the resulting models and that could easily be 

corrected. According to Bussard et al. [28] this strategy could prevent inherent conflicts, 

which can be also classified as semantic conflicts [25]. 
However, the composition of the models developed by the rest of the analysts did 

present different types of conflicts, which we describe below. All the conflicts detected 

could be classified as semantic conflicts. 
Conflict #1: the same concept modeled in different ways. This is one kind of 

“redundancy” [29]. The analysts modeled the same reality in different ways, so different 

classes appeared in the composed model to represent the same concept. Table 2 shows 

the number of different classes, “added classes”, with respect to the one designed by 

the expert analyst, and how many of them correspond to a different modeling style. The 

“Percentage of total” column indicates the fraction of added classes with respect to the 

total of classes. The “Percentage on added classes” column indicates the fraction of 



  XX Workshop de Ingeniería de Software 

> Full Papers  Página | 268 

classes that appeared due to a different modeling with respect to the total of added 

classes. 

 

Table 2. Conflicts due to “added classes”.  

Analyst Total 

classes 

Added 

classes 
Percentage of 

total 

Different 

modeling 
Percentage on 

added classes 
#1 50 41 82.00% 25 60.98% 
#2 18 13 72.22% 12 92.31% 
#3 23 14 60.87% 3 21.43% 

Total 91 68 74.73% 40 58.82% 
 

Conflict #2: The same class named differently. This conflict can also be classified 

as “redundancy” (Table 3). Since the composition is made by combining elements with 

the same names, another conflict occurs when analysts use different names to label the 

same concepts. We call them “conflicting classes”. France et al. propose the use of “pre-

merge directives” to solve this issue [24].  

 

Table 3. Conflicts due to “conflicting classes”. 

Analyst Different classes Different naming Percentage 
#1 41 16 39.02% 
#2 13 1 7.69% 
#3 14 11 78.57% 

Total 68 28 41.18% 
 

Conflict #3: Different classes with the same name. The other side of the conflict 

mentioned in the previous point corresponds to the use of the same name to name 

different classes. We did not detect any such cases, categorized as “naming conflicts on 

aspects” [25] or as “inconsistency” [29]. 

Conflict #4: Attributes of different classes. The different classes from the analysts 

have attributes that could be representing the same concepts, but which cannot be 

composed because they belong to different classes. Table 4 shows the number of 

attributes that cannot be composed. 

 

Table 4. Conflicts due to “added attributes” belonging to “added classes”. 

Analyst Total attributes Attributes of different classes Percentage 
#1 99 72 72.73% 
#2 65 51 78.46% 
#3 61 33 54.10% 

Total 225 156 69.33% 
 

Conflict #5: The same attribute modeled in different ways. Again, this is another 

kind of “redundancy” type. The analysts modeled the same reality in different ways, so 

different attributes appear in the composite model to represent the same concept. Table 

5 shows the number of attributes other than those specified by the expert analyst, and 

how many of them correspond to a different modeling style. 
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Table 5. Conflicts due to “added attributes” belonging to “matching classes”. 

Analyst Different attributes Different modeling Percentage 
#1 22 10 45.45% 
#2 14 6 42.86% 
#3 28 5 17.86% 

Total 64 21 32.81% 
 

Conflict #6: The same attribute named differently. This is another conflict of 

“redundancy”. Since the composition is made by combining elements with the same 

name, another conflict occurs when analysts use different names to label the same 

concepts (attributes). This type of conflict is called “naming conflicts on object-oriented 

components” by Tian et al. [25]. Table 6 shows the number of identical attributes 

belonging to identical classes, but to which different names were assigned. 

 

Table 6. Conflicts due to “conflicting attributes”.  

Analyst Different classes Different naming Percentage 
#1 22 12 60.98% 
#2 14 8 92.31% 
#3 28 23 21.43% 

Total 64 43 67.19% 
 

Conflict #7: Different attributes with the same name. As with classes, it would be 

possible for analysts to name different attributes with the same name. We also did not 

find this kind of inconsistency present in our composed models. 

Conflict #8: Different styles of relationships. Because of the number of conflicts 

between classes are very high at this point, we considered it did not make sense to 

analyze conflicts in relationships among classes, an analysis we hope to carry out once 

we are able to reduce conflicts between classes. 

5. Modeling agreements and second composition 

Most conflict resolution methods require formal specifications [29] [30] [31] [32], 

while Sardinha et al. offer a tool that does not require formality but only detects 

conflicts in specifications of high-level requirements and not in classes [31]. Based on 

the types of conflicts detected, we developed a set of modeling agreements to avoid 

them or, at least, to reduce them. This experience was originally performed in Spanish 

and, as a result, many of the solutions are specific to that language. Undoubtedly, it will 

be necessary to adapt the modeling agreements to every different language. 

In general, conflicts can be classified into syntactic and semantic categories [20]. In 

Table 7 we present the recommendations we elaborated to solve the conflicts that were 

detected after the first composition. 
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Table 7. Modeling agreements.  

Scope Type Rule Explanation 
General Syntactic UML standard UML 2.5.1 standard must be strictly followed. 

Class 

Semantic 
Class instead of 
attribute 

All attributes that could be modeled as a class 
must be represented that way. 

Syntactic Association class 
Model the association-class as a single class and 

add the association-class constraint to it. 

Semantic Many-to-many class 

The team must agree on a suitable name; if there 
isn't one, name the many-to-many class with the 

two names of the connected classes, in 

alphabetical order. 

Semantic 
Generalization or 

“Type” class 

Use generalization when the subtypes require 

different members or relationships among them. 

Use “Type” class when subtypes are not different 

among them or if they are just a list. 

Syntactic Use of prepositions Avoid the use of prepositions in class names. 

Syntactic Use of accent mark 
Avoid the use of accent marks (for languages 

other than English). 

Semantic Use of adjectives 
Avoid adjectives if possible. Use them if strictly 

necessary. 

Semantic Use of plural 
Avoid the use of plural names. Use them only if 

strictly necessary. 

Syntactic Standard characters Use only standard characters in class names. 

Syntactic CamelCase Class names must follow the CamelCase pattern. 

Semantic Record 

Add the word “Record” as a suffix to name 

classes with historical elements as objects (it 

could be a prefix in languages other than 

English). 

Semantic Classes with items 

Add the word “Item” as a suffix to name classes 

with items (it could be a prefix in languages other 

than English). 
    

Attribute 

Semantic Data types 
Define a standard set of data types: int, bool, 
char, etc. 

Semantic Date and time Use separate attributes for each concept. 

Semantic Logical erase 
Use the name “isActive” to indicate logical 

deletion. 
Semantic Id# Avoid the use of Id# attributes. 

Semantic Derived attributes Avoid the use of derived attributes. 

Semantic Use of prepositions Avoid the use of prepositions in attribute names. 

Syntactic Use of accent mark 
Avoid the use of accent marks (for languages 
other than English). 

Semantic Use of adjectives 
Avoid adjectives if possible. Use them if strictly 

necessary. 

Semantic Use of plural 
Avoid the use of plural names. Use them only if 
strictly necessary. 

Syntactic Standard characters Use only standard characters in attribute names. 

Syntactic camelCase 
Attribute names must follow the camelCase 

pattern. 
Semantic Boolean attributes Use a verb as a prefix in boolean attributes. 

Semantic Completeness Check all the attributes have data type. 

Semantic Properties Can be used as usual. 
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Scope Type Rule Explanation 

Semantic Standard names 

Use standard names for the most common 

attributes. i.e.: 

- “name”: for the object name. 

- “number”: for the object number. 

- “description”: for the explanation of the 

meaning of the object. 

- “comments”: for comments, 

observations, etc. 

- Suffixes “From” and “To” for ranges. 

- “value”: for value, price, etc. 

- “date”: for the object creation date. 

- “surname”: for family name. 

“name”: in singular, for names. 

Relation-

ship 

Semantic Generalization 

Can be used as usual, but the generalization: 

- must follow Liskow’s principle. 

- must be checked against cyclic and 

conflicting inheritance and conflicting to avoid 
the “object-oriented composition problem [25]. 

will be flattened before the composition and 

abstract classes will disappear. 

Syntactic Generalization lines 
Join the generalization lines when the subtypes 

belong to the abstraction. 

Semantic 
Composition and 

aggregation 
Can be used as recommended in UML. 

Semantic “1..1” multiplicity 
Check if it can be “1..*”  with the question: “Do 
we need history?”. 

Semantic “1..*” multiplicity 

Check if it can be “0..*”  with the question: “Can 

we find some case where the multiplicity can be 

0?”. 

Syntactic 
Unknown 

multiplicity 
Leave blank when the multiplicity is unknown. 

Semantic Navigation Can be used as usual. 

Semantic Use of prepositions 
Avoid the use of prepositions in relationship 
names. 

Syntactic Use of accent mark 
Avoid the use of accent marks (for languages other 

than English). 

Semantic Use of adjectives 
Avoid adjectives if possible. Use them if strictly 
necessary. 

Semantic Use of plural 
Avoid the use of plural names. Use them only if 

strictly necessary. 

Syntactic Standard characters 
Use only standard characters in relationship 

names. 

Syntactic CamelCase Class names must follow the CamelCase pattern. 

Semantic Unary relationship Use role names at each end of the relationship. 
Semantic Constraints Can be used as usual. 

 

After our first composition, these modeling agreements were shared and explained 

within the team. Then, the analysts corrected their previous six class diagrams by 

applying the model agreements. These diagrams were composed again, following the 

same strategy: 
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• The composition technique was merged by duplication. 

• We first composed the 3 class diagrams of the expert analyst. 

• Then, we added the three remaining diagrams, one by one. 

• Every time we composed an element or a member, we updated the statistics. 

• Finally, we compared the statistics of both compositions. 

6. Conflicts detected after the second composition 

In this section we present the results obtained for every type of conflict after the 

second composition. 

Conflict #1: The same concept modeled in different ways. The analysts modeled 

the same reality in different ways. As a result, different classes appeared in the 

composed model to represent the same concept. Table 8 shows the number of different 

classes, namely “added classes”, with respect to those designed by the expert analyst, 

and how many of them correspond to a different modeling style. The “Percentage on 

added classes” column indicates the rate of classes due to a different modeling with 

respect to the total of classes that were added. 

 

Table 8. Conflicts due to “added classes”.  

Analyst Total 

classes 

Added 

classes 
Percentage 

of total 

Different 

modeling 
Percentage on 

added classes 
#1 50 31 59.62% 28 90.32% 
#2 18 13 72.22% 12 92.31% 
#3 23 5 21.74% 3 60.00% 

Total 91 49 44.55% 43 87.76% 
 

Conflict #2: The same class named differently. Since the composition is made by 

combining elements with the same names, another conflict occurs when analysts use 

different names to label the same concepts. We shall refer to them “conflicting classes” 

(Table 9). 

 

Table 9. Conflicts due to “conflicting classes”. 

Analyst Different classes Different naming Percentage 
#1 31 3 9.68% 
#2 13 1 7.69% 
#3 5 2 40.00% 

Total 49 6 12.24% 
 

Conflict #3: Attributes of different classes. The different classes among the analysts 

have attributes that could be representing the same concepts, but they cannot be 

composed because they belong to different classes (Table 10). 

 

Table 10. Conflicts due to “added attributes” belonging to “added classes”. 

Analyst Total attributes Attributes of different classes Percentage 
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#1 140 72 51.43% 
#2 67 55 82.09% 
#3 61 10 16.39% 

Total 268 137 51.12% 
 

Conflict #4: The same attribute modeled in different ways. The analysts modeled 

the same reality in different ways, so different attributes appear in the composite model 

to represent the same thing. Table 11 shows the number of attributes other than those 

of the expert analyst, and how many of them correspond to a different modeling style. 

 

Table 11. Conflicts due to “added attributes” belonging to “matching classes”. 

Analyst Different attributes Different modeling Percentage 
#1 33 29 87.88% 
#2 5 3 60.00% 
#3 11 8 72.73% 

Total 49 40 81.63% 
 

Conflict #5: The same attribute named differently. Since the composition is made 

by combining elements with the same names, another conflict occurs when analysts use 

different names to label the same concepts (attributes). Table 12 shows the number of 

identical attributes belonging to identical classes, but to which different names were 

assigned. 

 

Table 12. Conflicts due to “conflicting attributes”.  

Analyst Different classes Different naming Percentage 
#1 22 4 12.12% 
#2 14 2 40.00% 
#3 28 3 27.27% 

Total 64 9 18.37% 
 

Conflict #6: Redundancy conflicts. We were able to confirm the need to perform 

an activity after composing, which is called “post-merge” by different authors [24] [27]. 

In our experiment, non-derived attributes in their respective source diagrams 

became derived attributes when they were combined by the merging process. For 

example, “age” and “date of birth” together make the former derive from the latter. 

Then, after the composition of the class diagrams, we see as necessary to carry out a 

new activity to correct the redundancy conflicts that may have arisen. 

7. Final results 

After the second composition, we collected the differences found with respect to the 

first composition. It is possible to observe a substantial improvement after the 

application of the modeling agreements in the production of the models elaborated 

independently by the different analysts. 
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Conflict #1: The same concept modeled in different ways. Table 13 compares 

Tables 2 and 8 and shows that the number of added classes was reduced by 58.62%. We 

also obtained a 32.97% improvement because these classes are produced by a difference 

in the analysts' modeling style, which went from 58.85% to 87.76%. We believe that it 

would not be possible to improve this number with rules, but analysts should have prior 

training to align their modeling styles. 

 

 

 

Table 13. Improvement after the second composition in “added classes”.  

Composition Added classes Different modeling 
1st composition 74.73% 58.85% 
2nd composition 44.55% 87.76% 
Improvement 58.62% 32.97% 

 

Conflict #2: The same class named differently. Table 14 compares Tables 3 and 9 

and shows a significant improvement in the reduction of conflicts due to the different 

naming criteria of the classes, which were unified by the rules of the modeling 

agreement. 

 

Table 14. Improvement after the second composition in “conflicting classes”.  

Composition Different naming 

1st composition 41.18% 

2nd composition 12.24% 

Improvement 70.26% 

 

Conflict #3: Attributes of different classes. Table 15 compares Tables 4 and 10 and 

presents the logical reduction due to the lower number of added classes, as commented 

in point 7.1. 

 

Table 15. Improvement after the second composition in “added attributes” belonging to 

“added classes”.  

Composition Attributes of different classes 

1st composition 69.33% 

2nd composition 51.12% 

Improvement 26.27% 

 

Conflict #4: The same attribute modeled in different ways. As previously 

mentioned, the decrease of conflicts due to differences in conventions means that these 

differences lie in the diverse modeling styles of the analysts involved in the project, as 

can be seen in Table 16, which compares Tables 5 and 11. 

 

Table 16. Improvement after the second composition in “added attributes” belonging to 

“matching classes”.  
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Composition Different attribute modeling 

1st composition 32.81% 

2nd composition 81.63% 

Improvement 59.80% 

 

Conflict #5: The same attribute named differently. Table 17 shows, once again, a 

significant improvement in the reduction of conflicts due to the different naming criteria 

of the attributes, which were unified by the rules of the modeling agreement. It 

compares Tables 6 and 12. 

Table 17. Improvement after the second composition in “conflicting attributes”.  

Composition Different attribute naming 

1st composition 67.19% 

2nd composition 18.37% 

Improvement 72.66% 

 

Finally, the matching classes and attributes increased notably. Table 18 summarizes 

our findings on this issue. The percentages of the matching classes and attributes were 

calculated with respect to the total of classes and attributes respectively.  

 

Table 18. Matching classes and attributes.  

Composition Matching classes Matching attributes 

1st composition 23 out of 128 5 out of 225 

2nd composition 44 out of 110 82 out of 268 

Improvement 55.08% 92.74% 

8. Conclusions 

We have mentioned that separation of concerns throughout the software 

development life cycle has the possibility that conflicts of different types may be 

generated when concerns are composed to form a single system, given the fact that the 

concerns have been managed separately. 
Since each concern is realized by an individual class diagram, all of them have 

shared classes, although with different members and relationships, due to the specific 

nature of the concern they realize. Therefore, in Section 4 we have described the 

conflicts that arose when all the diagrams were composed into only one due to the 

different working styles performed by different analysts. Thus, throughout our 

experiment, we were able to demonstrate that the need to establish modeling criteria 

and rules is critical, in order to reduce the amount and types of conflicts that occur when 

different analysts intervene to produce, separately, the models that will end up being 

composed in only one. 

This article is part of a larger research project [37] where a series of research is being 

caried out concerning a framework process that has been developing for several years 

[36] [37] [38], although there are still many lines open for future work.  
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Regarding this, we believe there is a lot to do about pre and post composition 

activities [28]. We are thinking about deepening the study on the impact of changes we 

do during the composition: addition, removal, modification and derivation of elements 

in the composed model [21]. The production of modeling patterns will also be very 

useful. Rules and conventions for naming elements are crucial since the names of the 

modeling elements are the basis of composition. The study of the different conflict 

types and their classification will also be a great contribution to design techniques that 

allow them to be addressed and solved more effectively. The composition of 

relationships is also an important area to explore [30]. Finally, the automatization of 

modeling agreements, and the use of online collaborative model editors, will be of great 

help to obtain an efficient model composition. 
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